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Chapter 01
The Servlet Model
1.1 Ex0101
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default is het niet toegestaan om bestanden te plaatsen/deleten (PUT/DELETE)
403: Forbidden!!
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aanpassen web.xml in C:\workspace\WebCert\Servers\Tomcat v6.0 Server at localhost-config
onderstaand toevoegen:

<init-param>

<param-name>readonly</param-name>

<param-value>false</param-value>

</init-param>

mbv POST method data aan de server toevoegen:
PostServlet.java verwerkt het verzoek.
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Een bestandje “postData.txt” wordt aangemaakt en iedere POST voegt de ingevulde tekst toe.

Bestand bevindt zich ook op onderstaande plek…..

C:\workspace\WebCert\.metadata\.plugins\org.eclipse.wst.server.core\tmp0\wtpwebapps\ex0101
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resultaat is een myfile.txt in onderstaande directory….
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C:\workspace\WebCert\.metadata\.plugins\org.eclipse.wst.server.core\tmp0\wtpwebapps\ex0101
Chapter 02
Web Applications
2.1 Web Application Directory Structure
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2.2 List of Top-level Elements Deployment Descriptor
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<servlet>

<servlet-name>FutureServlet</servlet-name>

<servlet-class>webcert.MyFutureServlet</servlet-class>

</servlet>

(<jsp-file>/WEB-INF/secure/concealed.jsp</jsp-file> ipv servlet-class igv JSP file)
<servlet-mapping>

<servlet-name>FutureServlet</servlet-name>

<url-pattern>/myfuture</url-pattern>

</servlet-mapping>

<init-param>

<description>The number of months ahead to predict: default value</description>

<param-name>months</param-name>

<param-value>3</param-value>

</init-param>
<init-param>

<description>How wild to make the prediction: default adjective</description>

<param-name>wildness</param-name>

<param-value>exaggerated</param-value>

</init-param>
protected void doGet(HttpServletRequest request,

HttpServletResponse response) throws ServletException, IOException {

/* Local variables to hold parameter values */

int months = 0;

String wildness = "";

/* Iterate through all the initialization parameters */

Enumeration e = getInitParameterNames();

while (e.hasMoreElements()) {

String parmName = (String) e.nextElement();

if (parmName.equals("months")) {

months = Integer.parseInt(getInitParameter(parmName));

}

if (parmName.equals("wildness")) {

wildness = getInitParameter(parmName);

}

}

/* Return a page showing the values discovered */

response.setContentType("text/plain");

PrintWriter out = response.getWriter();

out.write("Intialization parameters were 'months' with a value of "

+ months + ' and 'wildness' with a value of '" + wildness + "'");

}

Chapter 03
The Webcontainer Model
3.1 Attribute Methods for Different Scopes
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Four methods are available on each of the three objects representing scopes: ServletRequest (for request scope), HttpSession (for session scope), and ServletContext (for context scope).
1. getAttribute(String name)
2. setAttribute(String name, Object value)
3. getAttributeNames()
4. removeAttribute(String name)
3.2 Request and Context Scope in figures!!!!!!!
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Session scope comes into play from the point where a browser window establishes

contact with your web application up to the point where that browser window

is closed.
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3.3 Multithreading and Scope Attributes

Multithreading and Request Attributes

request attributes are thread safe.

Multithreading and Session Attributes




Session attributes are offi cially not thread safe.




For most common web applications, though, you can assume thread safety.

Multithreading and Context Attributes




Do need to worry about thread safety!!!
1. Treat servlet context attributes like servlet context parameters. Set up servlet

context attributes in the init() method of a servlet that loads on the startup

of the server, and at no other time. Thereafter, treat these attributes as “read

only”— only ever call getAttribute(), never setAttribute(), on the

context object.

2. If there are context attributes where you have no option but to update them

later, surround the updates with synchronization blocks. If it’s crucial that

no other thread reads the value of these attributes mid-update, you’ll need to

synchronize the getAttribute() calls as well.

Local Variables:
completely thread safe

Instance Variables:
They are not thread safe, so add your own synchronization.

Class Variables: 
Again, these are not thread safe.

3.4 Request and Dispatching
ServletRequest has one method for getting a RequestDispatcher: getRequest

Dispatcher(String path).

ServletContext has two methods of getting hold of a RequestDispatcher. These are

getRequestDispatcher(String path) and getNamedDispatcher(String name).
The name must match one of the <servlet-name> values you have set up in the deployment descriptor (entry in the deployment descriptor doesn’t need a corresponding <servletmapping>)
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When ServletA calls ServletB, it uses a matching <url-pattern> for ServletB when

creating the RequestDispatcher. When ServletC dispatches to a static HTML fi le

(fi le.html in the html directory of webapp1), it supplies the full path starting from

the context root (e.g., “/html/fi le.html”).
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The first servlet is effectively forgotten. Although it can have code that writes output to the response, the contents of the response buffer are lost at the point of forwarding to the second servlet.  ServletA forwards to ServletB, but there is code following the forward() method in

ServletA (setAttribute f.e. will be executed!), only the  contents of the response buffer are lost!
3.5 Special Attributes for RequestDispatcher (forward and include)
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http://localhost:8080/myapp/IncludingServlet/pathinfo?fruit=orange

and a code snippet from IncludingServlet that includes IncludedServlet, as follows:

RequestDispatcher rd = req.getRequestDispatcher("/IncludedServlet/newPathInfo?fruit=apple");

rd.include(req, resp);
Now the attributes (as you access them in IncludedServlet) have the following values:
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3.6 Filters and Wrappers
List of the uses you might find for Filters:

■ Authentication filters

■ Logging and auditing filters

■ Image conversion filters

■ Data compression filters

■ Encryption filters

■ Tokenizing filters

■ Filters that trigger resource access events

■ XSL / T filters that transform XML content

■ MIME-type chain filters

■ Caching filters

Three methods of the Filter interface: init(), destroy(), and doFilter().
destroy() The full signature is public void destroy(): no parameters in, nothing returned. 
You are guaranteed that this method will be called once and once only when the filter is taken out of service, which means, usually, when the web application closes down.
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Request that matches more than one Filter-mapping First, all matching filters will run for <filter-mappings> with <url-pattern> matches, in order of <filter-mapping> declaration. Second, all matching filters will run for <filter-mappings> with <servletname> matches, in order of <filter-mapping> declaration.
Chapter 04
Sessions and Listeners
4.1 Session Life Cycle
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HttpSession session = HttpServletRequest.getSession();
HttpSession session = HttpServletRequest.getSession(true);

HttpSession session = HttpServletRequest.getSession(false);

This last call will return a session object, but only if one already exists. (for pass through a 

Login Servlet f.e.)
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If you launch Internet Explorer afresh, then access a session- aware servlet - that’s a new session. If Internet Explorer itself launches a new Internet Explorer window (e.g., by running File | New Window or by running some appropriate script) and that new window accesses a session – aware Servlet - it shares the session object with the Internet Explorer window from which it was launched.
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Session Death can occurs by providing invalidate() method, close IE window, or when invalidate time is reached (set in web.xml <session-timeout>).
You can setup the invalidate time by HttpSession.setMaxInactivaInterval(int seconds).
4.2 Multithreading and Session Attributes
[image: image21.png]‘Web container (spp server / JVH)

et L) >
Clans [ ogumcdrd” |
Clenic

Web Agp |

i
|
|
|
|
|
|
|
|

-
|
|
|
|
|
|
|
|
|
|

-
|
|
|
|
|
|
|
|
|
i





In most circumstances you can regard session objects and their associated attributes

as thread safe, but you can’t rely on session attributes being thread safe.
4.3 Session Management

There are two principal methods for session management “officially” recognized by the servlet API. One method is management by Cookie exchange, other is management by Rewriting URLs.
General Principals of Session Management:
HttpSession.getId() returns a String whose contents carries a unique ID. This ID identifies the session to which it belongs. This associates a group of requests, they all carries the same ID.
There are a couple of HttpServletRequest methods that identify which of the two standard session mechanisms are in use, cookies or URL rewriting.

· HttpServletRequest.isRequestedSessionIdFromCookie()
· HttpServletRequest.isRequestedSessionIdFromURL()
They can be both return false when the Session is new, Because at this point, the session ID isn’t coming from a URL or a cookie, but it has been generated by the web container.
4.4 Request and Context Listener

Listeners
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There are two things you need to do to set up a listener in a web application:
· Write a class that implements the appropriate listener interface.
· Register the class name in the web application deployment descriptor, web.xml.
<listener>

<listener-class>com.osborne.RequestTrackingListener</listener-class>

</listener>

<listener>

<listener-class>com.osborne.SessionLoggingListener</listener-class>

</listener>

List your listener declarations in the desired order in the deployment descriptor, and let the web container ensure the correct invocation sequence.
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It’s worth remembering that listener classes must have a no-argument constructor.

The web container is going to instantiate your listener only through the no-argument constructor.
4.5 The Request Listener

ServletRequestListener.

A class implementing this interface has two methods to implement:
· requestInitialized()

at the beginning of every request’s scope
· requestDestroyed()

each request that comes to an end
Example:

You write code like the following in your ServletRequestListener class to preload an

attribute into every request made to your web application:
public void requestInitialized(ServletRequestEvent requestEvent) {

HttpServletRequest request = (HttpServletRequest) 

requestEvent.getServletRequest();
request.setAttribute("com.osborne.bookrecommendation",
 "Core JSPs 2.0");

}

Cast the ServletRequest() to Http ServletRequest() object.
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4.6 The Request Attribute Listener
Methods for the the ServletRequestAttributeListener interface:
· attributeAdded(ServletRequestAttributeEvent srae)

when a new attribute is added to any request

· attributeRemoved(ServletRequestAttributeEvent srae)

when remove an attribute from a request

· attributeReplaced(ServletRequestAttributeEvent srae)

when setAttribute is called for excisting (named) attribute
There are two useful methods on the event object passed as a parameter to these methods. The method getName() is straightforward: It returns the String holding the name of the attribute being added, removed, or replaced. getValue() returns the object of the value parameter.
public void attributeReplaced(ServletRequestAttributeEvent event) {

String name = event.getName();

Object oldValue = event.getValue();

Object newValue = event.getServletRequest().getAttribute(name);

System.out.println("Name of attribute: " + name);

System.out.println("Old value of attribute: " + oldValue);

System.out.println("New value of attribute: " + newValue);

}
The Inheritance chain for ServletRequestAttributeEvent
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Method getSource() returns the object that is the source of the event. This is the ServletContext object. It represents the web application framework, which is, ultimately, the source of all events.
4.7 The Context Listener
Two methods to implement, they act on the Life Cycle scope of the Context:

· contextInitialized()

at webapplication startup

· contextDestroyed()

at shutdown webapplication
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4.8 Context Attribute Listener

Has the same trio of methods as ServletRequestAttributeListener:

· attributeAdded(ServletContextAttributeEvent scae)

any call to ServletContext.setAttribute() will trigger a call to this method

· attributeRemoved(ServletContextAttributeEvent scae)

any call to ServletContext.removeAttribute() will trigger a call to this method

· attributeReplaced(ServletContextAttributeEvent scae)

any call to ServletContext.setAttribute()for an attribute name already in use by the servlet context will trigger a call to this method
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4.9 Session Listeners
Sessions have two listeners that are equivalent in every way to the lifetime and attribute

listeners we’ve already met for context and request:
· HttpSessionListener

· HttpSessionAttributeListener
The session has some additional listener interfaces that don’t occur in other scopes, and these Listeners are Not Declared in the Deployment Descriptor!!!!!!!!
· HttpSessionBindingListener

receives events when a value object is used as a session attribute

· HttpSesssionActivationListener

receives events when a value object is transported across JVMs.

HttpSessionListener Interface
Has two methods
· sessionCreated(HttpSessionEvent event)
called by webcontainer after first getSession()
· sessionDestroyed(HttpSessionEvent event) called just before HttpSession.invalidate()
HttpSessionAttributeListener Interface

· attributeAdded(HttpSessionBindingEvent hsbe)
· attributeRemoved(HttpSessionBindingEvent hsbe)

· attributeReplaced(HttpSessionBindingEvent hsbe)

HttpSessionAttributeListener methods take an HttpSessionBindingEvent as a parameter. HttpSessionAttributeEvent does not exist!!!!!!!
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Session-Related Listeners Not Declared in the Deployment Descriptor:
HttpSessionBindingListener Interface
· valueBound(HttpSessionBindingEvent hsbe)
· valueUnBound(HttpSessionBindingEvent hsbe)

public class SessionAttrObject implements HttpSessionBindingListener {

private String data;

public SessionAttrObject(String value) {

data = value;

}

public String getData() {return data;}

public String toString() {return data;}

public void setData(String data) {

this.data = data;

}

public void valueBound(HttpSessionBindingEvent event) {

System.out.println("valueBound() call on object " + getData());

}

public void valueUnbound(HttpSessionBindingEvent event) {

System.out.println("valueUnbound() call on object " + getData());

}

}
Let’s now consider some servlet code that adds, replaces, and removes session

attributes—some of whose values are of type SessionAttrObject:

11 SessionAttrObject boundObject1 = new SessionAttrObject("Prometheus1");

12 SessionAttrObject boundObject2 = new SessionAttrObject("Prometheus2");

13 HttpSession session = request.getSession();

14 session.setAttribute("bound", boundObject1);

15 session.setAttribute("bound2", boundObject2);

16 session.setAttribute("nonBound", "Icarus");

17 session.setAttribute("bound", boundObject2);

18 session.setAttribute("bound", null);

19 session.removeAttribute("bound2");

20 session.removeAttribute("nonBound");
OUTPUT

01 >B>B> valueBound() called for object Prometheus1

nav 14
02 >B>B> valueBound() called for object Prometheus2

nav 15
03 >B>B> valueBound() called for object Prometheus2

nav 17
04 >U>U> valueUnbound() called for object Prometheus1

nav 17
05 >U>U> valueUnbound() called for object Prometheus2

nav 18, same effect as removeAttribute()
06 >U>U> valueUnbound() called for object Prometheus2

HttpSessionActivationListener Interface
The methods are called in distributed environments, at the point where a session is moved from one JVM to another. In the source JVM, all objects bound to the session need to be serialized, and—of course—deserialized in the JVM that is the destination for the moved session. Armed with this information, we can make sense of the methods:
· sessionWillPassivate(HttpSessionEvent hse) just prior to serialization of the Session
· sessionDidActivate(HttpSessionEvent hse)   just after deserialization of the Session
Chapter 05
Security
5.1 Security Mechanisms
1. Authentication

2. Authorization

3. Data Integrity
4. Confidentiality (Data Privacy)
Just as for data integrity, confidentiality in a web application is ensured by the deployment descriptor element <transport-guarantee>
<transportguarantee>INTEGRAL</transport-guarantee> 

( data integrity
<transportguarantee>CONFIDENTIAL</transport-guarantee> 
( confidentiality
5.2 Deployment Descriptor Security Declarations

There are three top-level (child from <web-app>) deployment descriptor elements:
5.2.1
<security-constraint>

It defines what resource we’re securing, what roles can access the resource, and how the resource is to be transmitted across the network.
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If there is no <auth-constraint> for your security constraint? That’s fine, it simply means that the web resource collection is open to all, regardless of role or authentication.
<auth-constraint></auth-constraint> means deny access to the resource for any role!!
5.2.2
<login-config>

Which defines what authentication mechanism is to be used.
5.2.3 
<security-role>

Which simply catalogues any security roles in use by the web application.
Example web.xml
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<serviet-name>CheckedServlet</serviet-name>
<servlet-class>webcert.ch05.ex0503.CheckedServlet</servlet-class >
- <security-role-ref>
<role-name >MGR</role-name:>
<role-link>manager</role-ink>
</security-role-ref>
</serviet>
- <servlet-mapping>
<serviet-name>CheckedServlet</serviet-name>
<url-pattern>/CheckedServlet</url-pattemns>
</serviet-mapping>
- <security-constraint>
- <web-resource-collection>
<web-resource-name >TheCheckedServlet</web-resource-name >
<url-pattern>/CheckedServlet</url-pattern=>
<http-method>GET</http-method>
</web-resource-collection>
- <auth-constraint>
<role-name >lowlife </role-name >
</auth-constraint>
</security-constraint>
- dogin-config>
<auth-method>FORM</auth-method>
- <form-login-config>
<form-login-page>/login.html</form-login-page>
<form-error-page >/ error.html</form-error-page >
</form-login-config>
</login-config>
- <security-role>
<role-namelowlife </role-name >
</security-role>
- <security-role>
<role-name>manager</role-name>
</security-role>
</web-app>





Following web.xml disallowes “PUT”  and “DELETE” for the whole web application:

<security-constraint>

<web-resource-collection>

<web-resource-name>All Resources</web-resource-name>

<url-pattern>/</url-pattern>

<http-method>DELETE</http-method>

<http-method>PUT</http-method>

</web-resource-collection>

<auth-constraint />

</security-constraint>
5.3 Authentication Types
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5.3.1
BASIC

<login-config>

<auth-method>BASIC</auth-method>

<realm-name>MyUserRegistry</realm-name>

</login-config>

The realm is simply the registry used to store user account information.
5.3.2
DIGEST
DIGEST authentication improves a little on BASIC by using a secure algorithm to encrypt the password and other security details.
Different browservendors do different things in support of DIGEST authentication. You need to

know (and test) the clients you expect your web application to support.
5.3.3
FORM
There are only a few rules you have to abide by when constructing such a page:
· The HTML form must use the POST method (GET is not acceptable).
· The form must have “j_security_check” as its action.

· The form must include an input-capable fi eld for user called “j_username.”

· The form must also include an input-capable fi eld for password called “j_password.”
<html>

<head><title>Login Form</title></head>

<body>

<form action="j_security_check" method="POST">

<br />Name: <input type="text" name="j_username" />

<br />Password: <input type="password" name="j_password" />

<br /><input type="submit" value="Log In" />

</form>

</body>

</html>

<login-config>

<auth-method>FORM</auth-method>

<form-login-config>

<form-login-page>/login.html</form-login-page>

<form-error-page>/error.html</form-error-page>

</form-login-config>

</login-config>

5.3.4
CLIENT-CERT

This is the most secure form of authentication, but it also requires the most understanding and the most setup.
Chapter 06
JavaServer Pages
6.1 JSP Life Cycle
6.1.1
JSP Translation and Execution
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6.1.2
The JSP Request / Execution Phase
Just as for any other servlet, the JSP page’s servlet class is loaded, and an instance of it is created.

However, you can register a JSP page in the same way as a servlet. You even use the <servlet> element, with one vital difference—where the <servlet-class> would appear, you substitute

<jsp-file> instead.
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If you want to suppress direct access to a JSP (so that users have to go through a registered name and a servlet mapping), locate the JSP page under WEB-INF.
6.2 JSP Elements
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Elements fall into three types:

· Directive 
(fe for importing classes you need)
· Scripting 
(XML-style tags for inclusion of dynamic data)
· Action

There are two forms of scripting: (EL or “traditional”) .
And two forms of action element (standard or custom).

Language-based scripting elements:
- expressions

<%= new Date() %>

- scriptlets

<% System.out.println("in the jspService() method"); %>

- declariations

<%! public void jspInit() { // Do nothing } %>

Code in methods outside the _jspService() method. Instance-, static-methods, inner classes
- comments 

<%-- Author: David Bridgewater --%>.
Of course, you can still use Java’s own commenting mechanisms: // for single-line comments,  /* ... */ for extended comments, and /** ... */ for JavaDoc comments.
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6.3 JSP Directives

Write JSP code that uses the directives: “page”, “include” and “taglib”
Made up:
<%@
page
%>
<%@
include
%>
<%@
taglib
%>

· Page:

It is common practice to keep one attribute per directive line:

<%@ page import="java.util.*" %>
<%@ page language="Java" %>
<%@ page session="true" %>

Same as servlet code:  HttpSession session = request.getSession();



<%@ page contentType="image/gif" %>

<%@ page isELIgnored="true" %>

Expression Language!
To deal with this, JSP 2.0 sets a default of isELIgnored="true" so that any

occur of ${ in your old application will be correctly treated as templateText.

· Include:
<%@ include file="/jsps/stubs/header.html" %>
· Taglib:
      <%@ taglib prefix="mytags" uri="http://www.osborne.com/taglibs/mytags" %>
Prefix and uri are mandatory.
6.4 JSP Implicit Objects

6.4.1 request
The expression <%= request.getMethod() %> would display the HTTP method (generally GET or POST) used by the request for the JSP.
6.4.2 response

The following scriptlet code, using the response implicit object, would return an HTTP 500 error from a JSP page: 

<% response.sendErrorHttpServletResponse.SC_INTERNAL_SERVER_ERROR); %>
6.4.3 out

PrintWriter is unbuffered, so the response output is sent to the page directly. The buffered JspWriter output is appended to the end once the page is complete.
<%@  page import="java.io.PrintWriter" %>

JspWriter buffer size: <%= out.getBufferSize() %>
6.4.4 session

you can make the session implicit object unavailable using the following directive:

<%@  page session="false" %>
Or a scriptlet like this: <% session.invalidate(); %>
6.4.5 config

The only practical reason for using the conﬁg object, which implements javax.servlet.ServletConﬁg, is to get hold of initialization parameters associated with the JSP page. If there are any, they will be in the deployment descriptor, as <init-param> elements associated with the <servlet> element for this JSP page.
6.4.6 application

you can save yourself the bother of deﬁning your own context variable using scriptlet code like this:

<% ServletContext context = this.getServletContext(); %>

You can use application to do all the things we saw in the servlet code from Chapter 3. The following expression could be used to display the name of your web application (as deﬁ ned in the <display> element of the deployment descriptor, web.xml):

<%= application.getServletContextName() %>
6.4.7 page

This is a reference to the JSP page object itself—in other words, the generated servlet.
You could safely downcast the reference within the Tomcat container like this:

<%!
public String getServletInfo() {

  return "My Downcast Page :-(";

}

%>
<% HttpServlet servlet = (HttpServlet) page; %>

<%=  servlet.getServletInfo() %>
Consequently, java.lang.Object is the only safe choice for the page reference variable!
You could equally well substitute the following for the last two lines of the above mini-JSP:

<%= this.getServletInfo() %>

Or, of course, just:

<%= getServletInfo() %>

6.4.8 pageContext

The PageContext class is only really exciting to developers who implement JSP containers, not so much page authors. For example, pageContext provides a mechanism for handling exceptions on 

a page, and forwarding to another page.
Most usefully, pageContext provides a new scope for attributes: unsurprisingly called page scope. You’ve encountered three sorts of attributes already, here listed from most local to most global:

■ Request attributes

■ Session attributes

■ Context attributes
6.4.9 exception

JSP page designated as an error page, meaning that it contains the following directive:

<%@ page isErrorPage="true" %>

Furthermore, you never call such a page directly. Instead, you include another directive in all those JSP pages that might give rise to an error. This is in the form:

<%@ page errorPage="/jsps/myErrorPage.jsp" %>

The value for the errorPage attribute is the name of a JSP page where isErrorPage is set to true, and can give a path to that page. The path can begin with a forward slash, in which case it is relative to the context root.
Chapter 07
JSP Standard actions, XML, and EL
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7.1 JSP Standard Actions

Let’s ﬁrst look at the general syntax of actions, whether standard or custom. As we’ve said, they adhere to strict XML syntax. Here’s a generalized picture:

<prefix:tagname firstAttribute="value" secondAttribute="value"> ...    </prefix:tagname>
A standard action may have a body, but it often has no body at all. This can be represented in one of two ways:

 1.  By having start and end tag touching, thus: <prefix:tagname attr="value"></prefix:tagname>
 2.  By omitting the end tag but using a special /> terminator for the start tag, thus: 
<prefix:tagname attr="value" />
Look at the three standard actions for the exam objective: (the preﬁx for all standard actions is jsp)
■ <jsp:useBean>

■ <jsp:setProperty>

■ <jsp:getProperty>
7.1.1  <jsp:useBean>
There are four attributes described for <jsp:useBean>:

· id

· class

· scope

· type
(subclass or implementing interface from class!)
Leave the instantiation to the bean tool you are using — in our case, standard actions. Consequently, your bean must have a no-argument constructor —
<jsp:useBean id="theDog" class="animals.Dog" />
 

theDog becomes a local variable holding an instance of Dog, in page scope!
<jsp:useBean id="theDog" class="animals.Dog" scope="session" />

in session scope!
For this to work, several things have to be true:

■ The class attribute must specify the fully qualiﬁed name of a class (the import attribute of the page directive will be no help to you, unfortunately).

■ animals.Dog must obey JavaBean conventions.

■ animals.Dog must be visible somewhere in the web application —mostly this means it will exist as a class in WEB-INF/classes or within a JAR ﬁle in WEB-INF/lib.

■ An id with a value of theDog must not have been used in <jsp:useBean>

already; in other words, all ids for beans on a page must be unique.
7.1.2  <jsp:setProperty>
<jsp:setProperty name="theDog" property="weight" value="6.4" />

The ﬁrst thing to watch is the attribute name. This is the name of the bean itself. 

The value for name attribute has to be the same as a previous value for a <jsp:useBean> id attribute

If your <jsp:setProperty> and <jsp:getProperty> standard actions try to access an attribute that doesn’t exist, they are liable to die a horrible death with HTTP 500 errors returned to the requester.

The property attribute specifies a property on the bean. Because the property here is “weight,” then the underlying code will assume the existence of a getWeight() method on the theDog bean. The value attribute supplies the data for the property.

Instead of supplying a literal value  - value="6.4." -  , you can substitute an expression.

<% float w = 6.4f; %>

<jsp:setProperty name="theDog" property="weight" value="<%=w%>" />

Another:

<% String dftWeight = config.getInitParameter("defaultDogWeight"); %>

<jsp:setProperty name="theDog" property="weight" value="<%= dftWeight %>" />
You’ll very often want to use request parameters (say from an HTML form) to set properties. You could follow on from the examples above and write code like this:

<jsp:setProperty name="theDog" property="weight"

value="<%= request.getParameter("dogWeight") %>" />



=
<jsp:setProperty name="theDog" property="weight" param="dogWeight" />

This is shorthand for saying take the request parameter called “dogWeight,” and use

the value for this to set the property called “weight” on the bean called “theDog.”




=

It could well be that name of a request parameter (from your HTML form) matches the corresponding property name. In that case, you can omit the param attribute altogether:

<jsp:setProperty name="theDog" property="weight" />

7.1.3  <jsp:getProperty>
<jsp:useBean id="currentAnimal" scope="session" class="Webcert.ch07.examp0701.Dog"

type="webcert.ch07.examp0701.Animal" />
The type you choose must be compatible with the actual class of the object (subclass or interface)
7.2 Dispatching Mechanisms
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7.2.1  Parameters

To illustrate these points, suppose that you make the following HTTP request to 

forwarder.jsp:

http://localhost:8080/examp0702/forwarder.jsp?animaltypes=dog

forwarder.jsp:

<jsp:forward page="animalHouse.jsp">

  <jsp:param name="animaltypes" value="cat" />

</jsp:forward>
then the output will be:
cat;dog;

7.3 JSPs in XML

7.3.1 XML friendly Syntax; Scripting Elements, Directives, Comments
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7.3.2 XML friendly Syntax; Namespaces
<html>

<head><title>Namespaces</title></head>

<jsp:directive.page xmlns:jsp="http://java.sun.com/JSP/Page" 

contentType="text/html" />

<body><h1>Namespace Demonstration</h1></body>

</html>

You can see that the <jsp:directive.page> element now contains an additional attribute:

xmlns:jsp="http://java.sun.com/JSP/Page"

The xmlns stands for XML namespace and —after the colon —uses a name/value pair. The name (jsp) is the preﬁx you use for any elements belonging to this namespace —such as <jsp:directive.page>. The value is —more often than not —a URL, though it can be any text at all. Sometimes, the URLs actually correspond to pages on the Internet. Mostly —and http://java.sun.com/JSP/Page is a case in point —they don’t. There’s no technical need for the resource at the end of the URL to exist; a URL is often used because it has a good chance of being 

unique. So when you see the namespace http://java.sun.com/JSP/Page, you can safely assume that this is uniquely associated with a set of elements that have to do with JavaServer Page standard actions.
7.3.3 XML and the JSP Container

There are three approaches that identify a page as a JSP document:
· Ensure that your web application deployment descriptor web.xml is at version 

level 2.4 and that the ﬁle with your JSP page source has the extension .jspx.
· Ensure that your web application deployment descriptor web.xml is at version 

level 2.4, and include some appropriate settings in deployment descriptor’s 

<jsp-config> element.
· Enclose your page source with the root element <jsp:root>. This element 

is backward-compatible with previous versions of the JSP container, so it 

doesn’t rely on a particular version level for web.xml.
<jsp-config>

<jsp-property-group>

<url-pattern>/jspx/*</url-pattern>

<is-xml>true</is-xml>

</jsp-property-group>

</jsp-config>
This says that any for any ﬁle accessed with a URL ending in /jspx /anythingatall.any within the web application, treat this as a JSP document. The <is-xml> element takes two valid values: true (treat these as JSP documents with XML syntax) or false (treat these documents as JSP pages with standard syntax). The <url-pattern> element works in just the same way we saw within the 
<servlet-mapping> element way back in Chapter 2.
What to do to Create a .jspx-source from a .jsp-source:

1. Replace  
<html> 
tag by 
<html xmlns:jsp="http://java.sun.com/JSP/Page" >
2. Repl 
page directive syntax by
<jsp:directive.page import="java.util.*" />
3. Replace 
&nbsp;

by
<![CDATA[&nbsp;]]>
4. Replace every occurrence of <%   by <jsp:scriptlet>, and every corresponding %> by </jsp:scriptlet>. 
5. Replace every occurrence of <%= by <jsp:expression>, and every corresponding %> by </jsp:expression>. 
6. Replace the “<” sign in scriptlets by escape characters &lt; 
Replace the “>” sign in scriptlets by escape characters &gt; 

7.4 Expression Language

As the name implies, Expression Language provides an alternative to the expression aspect of Java language scripting —<jsp:expression>...</jsp:expression> or <%...%> .
EL by itself is not a replacement for scriptlets!
Expression Language can be enabled or disabled in three different ways:

1. The page directive attribute isELEnabled can turn on EL for a single page—or not.

2. With the <jsp-propertygroup> element, which has a subelement <el-enabled>.
3. EL is enabled at an application level by having a deployment descriptor at servlet level 2.4. A previous deployment descriptor level indicates that EL should be switched off.
An expression begins with ${ and ends with }.
EL is equally valid in standard JSP syntax or JSP document (XML) syntax.
First a JSP in normal syntax:

<html>

<head><title>As a normal JSP</title></head>

<body>

<% request.setAttribute("whichever", "EL in either syntax"); %>

<p>${whichever}</p>

</body>
</html>

And now the same as a JSP document:

<html xmlns:jsp="http://java.sun.com/JSP/Page">

<head><title>As a JSP document</title></head>

<jsp:output omit-xml-declaration="true" />
<jsp:directive.page contentType="text/html" />

<body>

<jsp:scriptlet>

 request.setAttribute("whichever", "EL in either syntax");

</jsp:scriptlet>

<p>${whichever}</p>

</body>
</html>
In both cases, the EL syntax ${whichever} picks up and displays the value of the whichever attribute set up in the scriplet: “EL in either syntax.” However, you do have to keep Java code (such as scriptlets) free of EL (after all, EL is not valid Java syntax). 
So the following will not work:

<% request.setAttribute( "anAttribute", ${aValueFromEL} );

7.4.1 EL Literals
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7.4.2 EL Operators
Operators in EL come in four categories:

· arithmetic

· relational
· logical

· empty

- Arithmetic Operators

There are ﬁve arithmetic operators:

1. addition (+)
2. subtraction (-)

3. multiplication (*)
4. division (/) or div

5. modulo (%) or mod

- Relational Operators
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- Logical Operators
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- The empty Operator
EL’s empty operator can be invoked like this: ${empty obj}.

obj is an empty string (“”),  obj is an empty array or obj is an empty Map or empty Collection.
7.4.3 EL Property Acces
- The . and [ ] Operators

To display a property of the dog, you use the attribute name and the property name. 
■ ${currentDog.name}
These variants will also display the dog’s name:

■ ${currentDog["name"]}

■ ${currentDog['name']}
You’re not limited to one level, either. Let’s suppose our Dog class had an additional method, getFather(), which returned another Dog object —representing the father of the current dog. This would expose another property on the current dog, called  “father.” The father dog —being a Dog object —has all the same properties as the current dog. So if you now wanted to display the name of the current dog’s father, you could do so this way:
■ ${currentDog.father.name}

The alternative syntax would look like this:

■ ${currentDog["father"]["name"]}

■ ${currentDog['father']['name']}
- Arrays, Lists, and Maps

Array and List works in the same way

<% String[] dayArray = {"Mon", "Tue", "Wed", "Thu", "Fri", "Sat", "Sun"};

pageContext.setAttribute("days", dayArray); %>

<% pageContext.setAttribute("two", new Integer(2));

pageContext.setAttribute("three", "3"); %>

${days[two]}

${days[three]}
Map works with unique Key like this,
 ${nameOfMap[keyValue]}

<jsp:directive.page import="java.util.*" />

<% Map longDays = new HashMap();

longDays.put("MON", "Monday");

longDays.put("TUE", "Tuesday");

longDays.put("WED", "Wednesday");

longDays.put("THU", "Thursday");

longDays.put("FRI", "Friday");

longDays.put("SAT", "Saturday");

longDays.put("SUN", "Sunday");

pageContext.setAttribute("longDays", longDays);

pageContext.setAttribute("wed", "WED");

%>
<br /> ${longDays[wed]}

<br /> ${longDays["THU"]}

<br /> ${longDays.FRI}

The output from this code is

Wednesday

Thursday

Friday

- EL Implicit Objects

[image: image44.png]E7. EL Implicic Objects

Closest JSP Scripting

Variable Name Description Equivalent”
‘pageContext Represents the |SP PageContext  Accessing properties of the
object pageContext implicit object
‘pageScope A Map of page scope attrbutes pageContexs.geshteribute()
requesSeope A Map of request scope auributes___request .getAteribute()
sessionScope A Map of session scope attrbutes___ sess ion.getAteribute()
applicationScope A Map of pplication scope attributes_ application.gethttribute()
param "A Map of ServietRequest parameter  request .getraraneter()
names and firt values
‘paramValues A Map of ServletRequest parameter _ Zequest . getParanetervalues()
‘names and al values
header A Map of HtpServletRequest header_ zequest. . gecheader ()
names and firt values
headerValues A Map of HeipServierRequest header  zequest . getReaders()
‘names and al values
cookie ‘A map of HuupServletRequest cookie  request .getCookies () and
‘names and cookie objects rerating through the returned Cookie
arcay for a cookie of a given name
initParam A Map of ServletContext parameter _ config . getServLetContext ()

‘names and values

-getInitraranecer()





All the EL implicit objects, with the exception of pageContext, are of type java.util.Map!

- pageScope, requestScope, sessionScope, and applicationScope

${sessionScope.myAttribute}

${applicationScope ["myAttribute"]}

${myAttribute}:  Under the covers, PageContext.find("myAttribute") is used to search all scopes through page, request, session, and application, stopping when it ﬁnds an attribute of the right name

- param, paramValues

Let’s suppose that your HTTP header request contains the following query string: ?myParm=firstValue&myParm=secondValue
The result of ${param.myParm} is “ﬁrstValue.” 
The result of ${paramValues.myParm[1]} is “secondValue.”

- header, headerValues

These are used in a very similar way to param and paramValues, but they are targeted to recover request headers. The request header “Accept” is a good one to experiment with. This speciﬁes the MIME types that a client is willing to receive back in the response, and it often consists of multiple 

values. The syntax is identical as for param and paramValues, so ${header.accept}

returns the ﬁrst value of the accept header, and ${headerValues.accept[2]} returns the third value. (“Accept” is one of the headers set up by the browser you met in Chapter 1).
- initParam
to access ServletContext initialization parameters
    ${initParam.myParm}

- cookie
to access a named Cookie in the HttpRequestHeader   ${cookie.JSESSIONID.value}
- pageContext 
${pageContext.request.method}, will display the HTTP method (GET, POST. Etc.) associated with the request.

Chapter 08
JSP Tag Libraries

8.1 Tag Libraries

8.1.1 The Custom Tag Development Process
There are four essential stes to writing a custom tag for use in your JavaServer Pages:

1. Writing a Java class called a tag handler

2. Defining the tag within a tag library definition (TLD) file

3. Providing details of where to find the TLD file in the deployment descriptor, web.xml

4. Referencing the TLD file in your JSP page source and using the tags from it
To illustrate the process of how the JSP container finds the tag, we’ll use a custom tag for rounding a figure to an arbitrary number of decimal places. The process is shown in overview in Figure 8-1.
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Here’s a complete JSP page in traditional syntax that uses a rounding tag:
01 <html>

02 <%@ taglib prefix="mytags" uri="http://www.osborne.com/taglibs/mytags" %>

03 <head><title>Rounding Example: JSP syntax</title></head><body>

04 <h1>Round EL Calculation To 2 Decimal Places</h1>

05 <p>EL calculation without rounding:${9.21 / 3}</p>

06 <p>EL calculation with rounding:

07 <mytags:round decimalPlaces="2">${9.21 / 3}</mytags:round></p>

08 </body></html>
<web-app>

<jsp-config>

<taglib>

<taglib-uri>http://www.osborne.com/taglibs/mytags</taglib-uri>

<taglib-location>/WEB-INF/tags/mytags.tld</taglib-location>

</taglib>

</jsp-config>

</web-app>
The first <taglib-uri> has a body value that exactly matches the uri quoted in the taglib directive. The second subelement, <taglib-location>, gives the actual location in the web application where the taglib library descriptor (TLD file) is located.
The following diagram shows the complete layout of the <jspconfig> element.
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The only piece of the puzzle left is the TLD file itself, which looks like this:

<taglib xmlns="http://java.sun.com/xml/ns/j2ee"

            xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation=”http://java.sun.com/xml/ns/j2ee/webjsptaglibrary_2_0.xsd”

version="2.0">

<tlib-version>1.0</tlib-version>


mandatory element!
<short-name>My Tag Library</short-name>
mandatory element!
<tag>

<name>round</name>

<tag-class>webcert.ch08.examp0801.RoundingTag</tag-class>

<body-content>scriptless</body-content>

<attribute>


zero to many!
<name>decimalPlaces</name>

<required>false</required>

<rtexprvalue>true</rtexprvalue>

</attribute>

</tag>

</taglib>
<name> The name for the tag as used on the JSP page (<mytags:round decimalPlaces="2">).
<body-content> dictates what can go in the body of the tag. There are four valid values:
1. empty—the body of the tag must be empty (so <pfx:mytag /> or pfx:mytag></pfx:mytag>).

2. tagdependent—the body of the tag contains something that isn’t regular JSP source. The tag handler code works out what to do with it. A typical use is to put an SQL statement in the body.

3. scriptless—the body of the tag does contain regular JSP source, but nothing involving scripting language. So Java language syntax is forbidden—whether in scriptlets or expressions. EL, though, is absolutely fine in a body specified as scriptless—and will be evaluated.

4. JSP the body of the tag contains any kind of regular JSP source. Java language syntax is just fine.
The <attribute> element has a number of subelements:
· <name>—for the name of the attribute (decimalPlaces in the example).

· <required>—true if the attribute is mandatory, false otherwise.

· <rtexprvalue> (short for “run-time expression value”)— true if you can use EL or an expression (<%= ... %> or <jsp:expression>) to provide the attribute’s value at run time, false if the attribute’s value must be a literal.
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8.2 JSTL
JSP Standard Tag Libraries

The JavaServer Page Standard Tag Library—or JSTL.

You’ll need an implementation. JSP containers (such as Tomcat) don’t necessarily come with one already supplied. Fortunately, it’s easy and free to acquire an implementation, which is also easy to install into most containers.
The JSTL comprises five tag libraries:
· core: custom actions that do the programming “grunt work”—such as conditions and loops—and also fundamental JSP tasks such as setting attributes, writing output, and redirecting to other pages and resources.
· xml: custom actions that alleviate much of the work in reading and writing XML files

· sql: custom actions dedicated to database manipulation

· fmt: custom actions for formatting dates and numbers, and for internationalization of text

· function: a set of standardized EL functions.
To make use of the core tag library in your own JSP pages, you must include a taglib directive (or namespace reference) containing the right URI: http://java.sun.com/jsp/jstl/core 
So a complete taglib directive to include the core JSTL library might look like this:
<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %>

JSP page
or

xmlns:c=”http://java.sun.com/jsp/jstl/core”





JSP document
8.2.1 Groupings of Actions
In all, there are fourteen actions contained in the JSTL core library. The JSTL specification splits these up into four groups: General Purpose actions, Conditional actions, Iterator actions, and URL-Related actions.
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<c:out>
<c:out value=${user.name} default="User name not recognized" />

If the name property of the user attribute has a value, that value is displayed. If the name property evaluates to null, then the text “User name not recognized” will be displayed instead.
The second feature is the ability to escape XML-unfriendly characters, such as < and >. Entities are substituted instead, such as &lt; and &gt;.

<c:out value=${xmlUnfriendlyAttribute} escapeXml="true" />
The following table shows the list of characters that are converted through the XML-escaping facility.
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<c:set>
This is used for setting attributes in any scope. This tag is a convenient and lightweight alternative to the standard action combination of <jsp:useBean> and <jsp:getProperty>. Here’s an example:

<c:set value="9.21" var="numerator" />

<c:set value="3" var="denominator" />

<c:set value="${numerator/denominator}" var="calculationResult" />

${calculationResult}
Here is how calculationResult can be put into session scope:

<c:set var="calculationResult" scope="session">${numerator/denominator}</c:set>

consider that HttpSession has a maxInactiveInterval property—by virtue of having set and getMaxInactiveInterval() methods. You can set this property using the following <c:set> syntax:

<c:set value="28" target="${pageContext.session}" property="maxInactiveInterval" />
As before, the body of <c:set> can be used to specify the value, instead of using the value attribute:

<c:set target="${pageContext.session}" property="maxInactiveInterval">28</c:set>
<c:remove>
As always, page is the default when scope is not specified.
<c:remove var="calculationResult" />

or one such as 

<c:remove var="calculationResult" scope="session" />
<c:catch>
The <c:catch> action relates only to anything that goes on in its body.

<c:catch var="numException">

<jsp:scriptlet>int zero = 0; out.write(3/zero);</jsp:scriptlet>

</c:catch>

<p>If there was an exception, the message is: ${numException.message}</p>
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8.2.2 Conditional Actions
<c:if>
<c:if test="${user.loyaltyPoints gt 1000}">

<p>Welcome to one of our best customers!</p>

</c:if>
<c:if test="${mytags:checkRole(user, 'Manager')}" var="userInManagerRole" scope="session" />

The test uses an EL function called checkRole, which receives two parameters—a user name and a role name, one an attribute called “user,” the other a String literal “Manager.” The checkRole function returns a boolean result.
The following test makes use of this variable, and returns sensitive information only if userInManagerRole evaluates to true.

<c:if test="${userInManagerRole}">Salary field: $1,234,567</c:if>
<c:choose>
In combination with <c:when> and <c:otherwise>
<c:choose>

<c:when test="${userInDeveloperRole}">
Welcome, fellow developer.</c:when>

<c:when test="${userInManagerRole}">

You are a manager! I'll take the next bit slowly for you.</c:when>

<c:otherwise>

Hmm—I'm not sure what you are. Should I be talking to you?

</c:otherwise>

</c:choose>
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8.2.3 Iterator Actions

<c:forEach>
EL helpfully provides some ready-made implicit variables that are collections of objects—for example, ${headerValues}, which represents the collection of values for request headers. Here is a <c:forEach> loop that displays these values in an HTML table:
<table border="1">

<c:forEach var="hdr" items="${headerValues}">

<tr><td>${hdr.key}</td><td>${hdr.value[0]}</td></tr>

</c:forEach>

</table>
The value for the items attribute must contain the collection object to loop around—in this case, a java.util.Map object (${headerValues}. On each circuit of the loop, an object from this collection is placed in the variable represented by the value for the var attribute: hdr. Each object in a Map is a Map.Entry object, with getKey() and getValue() methods, exposing the two bean-like properties key and value. So the EL syntax ${hdr.key} has the effect of getting the request header’s key value

and writing this to the current JspWriter.
<table border="1">

<c:set var="num" value="1" />

<c:forEach begin="1" end="128" step="2">

<c:set var="num" value="${num + num}" />

<tr><td>${num}</td></tr>

</c:forEach>

</table>
<c:forTokens>
Is a specialized version of the <c:forEach> action, designed to perform String tokenization much like the StringTokenizer class does in straight Java language syntax.
Two important respects:
· The items attribute will accept only a String as a value

· An additional attribute, delims, is used to specify the delimiter to recognize when breaking up the String into tokens.
<table border="1">

<c:forEach var="hdr" items="${headerValues}">

<tr><td>${hdr.key}</td><td>${hdr.value[0]}</td></tr>

<c:if test="${hdr.key eq 'Accept'}">

<c:set value="${hdr.value[0]}" var="acceptValues" />

</c:if>

</c:forEach>

</table>

<table border="1"><tr><th><b>Accept values</b></th></tr>

<c:forTokens items="${acceptValues}" delims="," var="value">

<tr><td>${value}</td></tr>

</c:forTokens>

</table>
The acceptValues variable becomes the input to the <c:forTokens> action, as the value for the items attribute. Each value within acceptValues is recognized as separate from the next because comma is set as the value for the delims attribute. The var attribute is used to produce the value EL variable to display in a table cell on each iteration of the loop:
<c:forTokens items="${acceptValues}" delims="," var="value">

<tr><td>${value}</td></tr>

</c:forTokens>
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8.2.4 URL Related Actions
<c:import>
If you want to go outside of the current context, the syntax is this:

<c:import url="/rounding.jspx" context="/examp0801" />
<c:import url="http://c2.com/index.html" var="importedPage" scope="page" />

<jsp:scriptlet>String fiftyChars = ((String)

  pageContext.getAttribute("importedPage")).substring(0,50);

  pageContext.setAttribute("fiftyChars", fiftyChars);

</jsp:scriptlet>

<pre>${fiftyChars}</pre>

<c:url>
<c:url value="/rounding.jspx" context="/examp0801" var="myLink" />

<a href="${myLink}">Link to another page in another context</a>
<c:redirect>
At the other extreme, url can have a value that doesn’t begin with a forward slash. Then it is interpreted relative to the directory in which the page doing the redirection is located:

<c:redirect url="iteration.jspx" />

You can begin the url value with a forward slash, in which case it is interpreted as starting at the context root:

<c:redirect url="/iteration.jspx" />
<c:redirect url="/rounding.jspx" context="/examp0801" />
for other context
<c:param>
Used to attach parameters to any of the previous three URL actions <c:import>, <c:url>, or <c:redirect>. The following example expands the original <c:url> example to add some parameters:

<c:url value="/rounding.jspx" context="/examp0801" var="myLink">

  <c:param name="firstName" value="David" />

  <c:param name="secondName">Bridgewater</c:param>

</c:url>

<a href="${myLink}">Link to another page in another context</a>
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8.3 EL Functions

The development process is easier, and the use of the function within the JSP page is as easy as using a custom tag. The process of developing and using an EL function very closely parallels the same process for custom tags. 

There are four very similar stages of developing:
1. Writing a Java class containing the method underpinning the EL function

2. Defining the function within a tag library definition (TLD) file

3. Providing details of where to find the TLD file in the deployment descriptor, web.xml

4. Referencing the TLD file in your JSP page source and using the EL functions from it
8.3.1 Writing Methods for EL Functions
Any class will do as a repository for EL functions. The only requirement of a method that acts as an EL function is that it should be declared (1) public and (2) static.
The class that implements an EL function has two usual locations—as a straight class file in WEB-INF/classes, or wrapped up in a JAR in WEB-INF/ lib.
public class Rounding {

public static double round(double figure, int decimalPlaces) {

/* Do the rounding */

long factor = (long) Math.pow(10, decimalPlaces);

// Shift decimal point to right...

figure *= factor;

// Do the rounding...

long interimResult = Math.round(figure);

/* Shift decimal point to left (cast of numerator to double

* because you don't want

* integer division to occur, and then promote to double) */

double output = ((double) interimResult) / factor;

return output;

}

}
8.3.2 Defining the Function within the TLD File

The definition for our rounding function might look like this:

<function>

<description>Rounds figure to given number of decimal places</description>

<name>round</name>

<function-class>webcert.ch08.examp0803.Rounding</function-class>

<function-signature>double round(double, int)</function-signature>

</function>
8.3.3 Finding the TLD
You don’t need a separate TLD for EL functions, different from a TLD that contains custom tags. You can mix EL functions and custom tags (and, as we’ll see later, other elements as well) in the

same TLD. The only rule is on names: Each must be unique across all functions, custom

tags, and other top-level elements within the TLD.
8.3.4 Declaring the TLD and Using the EL Function

Your options for declaring the TLD file have already been covered at the beginning of this chapter: You can either use the taglib directive (for JSP syntax) or reference the taglib in a namespace ( JSP document XML syntax).
However, using the function is different.
${mytags:round(9.21 / 3, 2)}
Here’s another example of the use of the round function, in a more realistic setting. Parameters to functions can be run-time expressions.
<c:set var="unrounded" value="${param.num/param.denom}" />

${mytags:round(unrounded, 2)}
First of all, the JSTL action <c:set> is used to load an attribute called unrounded with the value from an EL calculation. The EL calculation performs a division based on two request parameters: one called num and the other called denom.

Then the unrounded variable is plugged in to the EL round function—as the first parameter.
8.4 The “Classic” Custom Tag Event Model

8.4.1 Tags for all Seasons
In actual fact, the classic custom tag event life cycle isn’t a single life cycle. There are three possibilities you can choose from, based on three interfaces, all in the javax.servlet.jsp.tagext package: Tag, IterationTag, and BodyTag.
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If all you want to do is make the tag do something—you’re not interested in the body at all—then the Tag interface is for you. Perhaps you would like to insert the current date and time. You could use an expression such as this: <%= new Date() %>
import java.io.IOException;


import java.util.Date; 

import javax.servlet.jsp.JspException;
import javax.servlet.jsp.JspWriter;

import javax.servlet.jsp.PageContext;
import javax.servlet.jsp.tagext.Tag;

public class DateStampTag1 implements Tag {

private PageContext pageContext;

private Tag parent;

public void setPageContext(PageContext pageContext) {

this.pageContext = pageContext;

}

public void setParent(Tag parent) {

this.parent = parent;

}

public Tag getParent() {

return parent;

}

public int doStartTag() throws JspException {

dateStamp();

return Tag.EVAL_BODY_INCLUDE;

}

public int doEndTag() throws JspException {

return Tag.EVAL_PAGE;

}
protected void dateStamp() throws JspException {



JspWriter out = pageContext.getOut();

try {

out.write("<i>" + new Date() + "</i>");

} catch (IOException e) {

throw new JspException(e);

}

}

public void release() {

}

}
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· First of all, the JSP container makes an instance of the DateStampTag1 class.
· Next, the JSP container calls setPageContext(PageContext pc).
· After this, the JSP container calls setParent(Tag parent).
· The getParent() method (returning the parent Tag—or null) must be defined. Isn’t called by the container.
· Now the JSP container calls any other set methods on DateStampTag1 that relate to attributes for the tag. 
· Next the JSP container calls doStartTag().
In this case, doStartTag() calls its own internal method—dateStamp()—to do the work of writing the date to page output. After doing this, doStartTag() must return an int value—this is a return code to tell the JSP container what to do next.
There are two possibilities:
1. Tag.EVAL_BODY_INCLUDE—any JSP page source between the opening and closing tags for this action should now be processed.
2. Tag.SKIP_BODY—the exact opposite: Any JSP page source between the opening and closing tags for this action should be ignored.
· Dealing with the dateStamp() method: This is the only method in the DateStampTag1 class that is not an implementation of a Tag interface method.
· Next, the JSP container calls doEndTag().

The method is still obliged to send back a return code to the container. Again, there are two options:

1. Tag.EVAL_PAGE tells the JSP container to process the rest of the page after the closing tag.

2. Tag.SKIP_PAGE effectively tells the JSP container to abort the rest of the page following closing tag.
· Finally, the JSP container calls release().If the container decides to take a particular instance of a tag out of service, then release() is called.
Here’s how the tag element looks (to save space, some mandatory taglib attributes are omitted, as are the top-level elements that go with tag libraries): The 3 subelements are mandatory!
<taglib ...taglib attributes...>

<... elements omitted ...>

<tag>

<name>dateStamp1</name>

<tag-class>webcert.ch08.examp0804.DateStampTag1</tag-class>

<body-content>empty</body-content>

</tag>

</taglib>
Here is a complete JSP document that uses the dateStamp1 tag:

<html
xmlns:mytags="http://www.osborne.com/taglibs/mytags"

xmlns:jsp="http://java.sun.com/JSP/Page">

<jsp:output omit-xml-declaration="true" />

<jsp:directive.page contentType="text/html" />

<head><title>Date Stamp Example</title></head>

<body>

<h1>Date Stamp Example</h1>

<p>Date Stamp 1: <mytags:dateStamp1 /></p>

</body>

</html>

Dependent on the setting of an attribute called beforeBody, the location of the date stamp will change in respect of the body.
<html 
xmlns:mytags="http://www.osborne.com/taglibs/mytags"

xmlns:jsp="http://java.sun.com/JSP/Page"

xmlns:c="http://java.sun.com/jsp/jstl/core" >

<jsp:output omit-xml-declaration="true" />

<jsp:directive.page contentType="text/html" />

<head><title>Date Stamp 2 Example</title></head>

<body>

<h1>Date Stamp 2 Example</h1>

<h3>Example 1</h3>

<p><mytags:dateStamp2 beforeBody=“false”>

<b>Date after tag body: </b>
</mytags:dateStamp2></p>

<h3>Example 2</h3>

<c:set var=“trueVariable” value=“true” />

<p><mytags:dateStamp2 beforeBody=“${trueVariable}”>

<b> — date before tag body through runtime expression.</b>

</mytags:dateStamp2></p>

<h3>Example 3</h3>

<p><mytags:dateStamp2>

<b>Date after tag body by default: </b>

</mytags:dateStamp2></p>

</body>

</html>
<...>

<tag>

<name>dateStamp2</name>

<tag-class>webcert.ch08.examp0804.DateStampTag2</tag-class>

<body-content>JSP</body-content>

<attribute>

<name>beforeBody</name>

<required>false</required>

<rtexprvalue>true</rtexprvalue>

</attribute>

</tag>

<...>
public class DateStampTag2 implements Tag {

private PageContext pageContext;

private Tag parent;

private boolean beforeBody;

public void setPageContext(PageContext pageContext) {

this.pageContext = pageContext;

}

public void setParent(Tag parent) {

this.parent = parent;

}

public Tag getParent() {

return parent;

}

public boolean isBeforeBody() {

return beforeBody;

}

public void setBeforeBody(boolean beforeBody) {

this.beforeBody = beforeBody;

}

public int doStartTag() throws JspException {

if (isBeforeBody()) {

dateStamp();

}

return Tag.EVAL_BODY_INCLUDE;

}

public int doEndTag() throws JspException {

if (!isBeforeBody()) {

dateStamp();

}

return Tag.EVAL_PAGE;

}

protected void dateStamp() throws JspException {

JspWriter out = pageContext.getOut();

try {

out.write("<i>" + new Date() + "</i>");

} catch (IOException e) {

throw new JspException(e);

}

}

public void release() {
}
8.4.2 Iteration Tag Interface and Tag Support Class

<html 
xmlns:mytags="http://www.osborne.com/taglibs/mytags"

xmlns:jsp="http://java.sun.com/JSP/Page">

<jsp:output omit-xml-declaration="true" />

<jsp:directive.page contentType="text/html" />

<head><title>Card Game</title></head>

<body>

<h1>Bridge Hand</h1>

<table border="1">

<tr>

<th>Player 1</th>

<th>Player 2</th>

<th>Player 3</th>

<th>Player 4</th>

</tr>

<mytags:cardDealer>

<tr>

<td><mytags:card /></td>

<td><mytags:card /></td>

<td><mytags:card /></td>

<td><mytags:card /></td>

</tr>

</mytags:cardDealer>

</table>

</body>

</html>
The TLD descriptions for the two custom actions are pretty simple. Neither has any attributes. The notable difference is that cardDealer can contain any sort of body content, whereas card must be free of any body content.

<tag>

<name>cardDealer</name>

<tag-class>webcert.ch08.examp0804.CardDealingTag</tag-class>

<body-content>JSP</body-content>

</tag>

<tag>

<name>card</name>

<tag-class>webcert.ch08.examp0804.CardTag</tag-class>

<body-content>empty</body-content>

</tag>

import javax.servlet.jsp.JspException;

import javax.servlet.jsp.tagext.IterationTag;

import javax.servlet.jsp.tagext.Tag;

import javax.servlet.jsp.tagext.TagSupport;

public class CardDealingTag extends TagSupport {

private static String[] suits = { "spades", "hearts", "clubs", "diamonds" };

private static String[] values = { "Ace of", "Two of", "Three of", "Four of",

"Five of", "Six of", "Seven of", "Eight of",

"Nine of", "Ten of", "Jack of", "Queen of", "King of" };

private String[] pack = new String[52];

private int currentCard;
public int doStartTag() throws JspException {

initializePack();

shufflePack();

currentCard = 0;

return Tag.EVAL_BODY_INCLUDE;

}

public int doAfterBody() throws JspException {

if (currentCard >= pack.length) {

return Tag.SKIP_BODY;

} else {

return IterationTag.EVAL_BODY_AGAIN;

}

}

public String dealCard() {

String card = pack[currentCard];

currentCard++;

return card;

}

protected void initializePack() {

for (int i = 0; i < 4; i++) {

for (int j = 0; j < 13; j++) {

int cardIndex = (i * 13) + j;

pack[cardIndex] = values[j] + " " + suits[i];

}

}

}

protected void shufflePack() {

int packSize = pack.length;

for (int i = 0; i < packSize; i++) {

int random = (int) (Math.random() * packSize);

// Swap two cards in the pack

String card1 = pack[i];

String card2 = pack[random];

pack[i] = card2;

pack[random] = card1;

}

}

}
So when writing your own tag that extends TagSupport, you are likely to have less work to do than if implementing IterationTag from scratch. You confine yourself to overriding only those methods where the default TagSupport behavior is insufficient. So, for example, doEndTag() is missing from our CardDealingTag code. The default TagSupport implementation—which is simply to return the value Tag.EVAL_PAGE—is just what we want here. There’s no special processing to be done when the closing tag is encountered in the page.
We get the doStartTag() method, which is overridden from TagSupport. Remember that this will be invoked whenever the JSP container encounters the opening cardDealer tag in any JSP page. The method calls the initializePack() and shufflePack() methods in the class, which serve to load up the pack String array with randomized card values.
You can guarantee a doStartTag() call for every access to the tag, which guarantees a newly shuffled deck of cards every time. The doStartTag() method ends by returning Tag .EVAL_BODY_INCLUDE, which is necessary to ensure that the body is processed.

Following doStartTag() is a call to doAfterBody(). This is the one new method introduced by the IterationTag interface. The JSP container calls this method after evaluating the body but before doEndTag() (see Figure 8-5).

If there are more cards available, then the method returns a new constant defined in the IterationTag interface: Iteration Tag.EVAL_BODY_AGAIN. As the name of this constant implies, the JSP container will evaluate the body of the tag again, and then once again invoke the doAfterBody() method. So you can see that there is no way out of this tag handler until Tag.SKIP_BODY is returned!
However, there is no code inside of the CardDealingTag class that calls method dealCard(), so where is it called from? The answer lies in the code of the tag handler class for the card tag—the CardTag class does:
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public class CardTag implements Tag {

private PageContext pageContext;

private Tag parent;

private static int instanceNo;

public CardTag() {

instanceNo++;

}

public void setPageContext(PageContext pageContext) {

this.pageContext = pageContext;

}

public void setParent(Tag parent) {

this.parent = parent;

}

public Tag getParent() {

return parent;

}

public int doStartTag() {

return Tag.SKIP_BODY;

}

public int doEndTag() throws JspException {

CardDealingTag dealer = (CardDealingTag) getParent();

String card = dealer.dealCard();

JspWriter out = pageContext.getOut();

try {

out.write(card);
//out.write(card + "<br />" + instanceNo);

} catch (IOException e) {

throw new JspException(e);

}

return Tag.EVAL_PAGE;

}

public void release() {

System.out.println("Releasing CardTag instance number: " + instanceNo);

}

}

This is reinforced by the doStartTag() method, which simply skips the body. All the action occurs in the doEndTag() method, whose purpose is to obtain the latest card from the pack and send the name of the card to page output. Its mechanism for doing this is simple enough. getParent() works well when the tag in question is nested directly inside of its intended parent.
Consider the following change to the JSP document that used the cardDealer and card tags:

<mytags:cardDealer>

<tr>

<td><mytags:embolden><mytags:card /></mytags:embolden></td>

</tr>

</mytags:cardDealer>

You can see a new tag here, called “embolden,” which surrounds the card tag for the second player (in the second column of the table). Its tag handler code isn’t shown here, but the class name is EmboldenTag. Now when the tag handler code for the card tag reaches the first line of code in its doEndTag() method:

CardDealingTag dealer = (CardDealingTag) getParent();

The actual tag handler instance returned by the getParent() method will be of type EmboldenTag—not the expected CardDealingTag instance as required.

The page will fall down in a messy heap at run time with a ClassCastException.
There is a solution to this, provided by a static method on the TagSupport class, called findAncestorByClass(), which accepts two parameters: the first an instance of the tag whose ancestor is sought, and the second the class type of the ancestor tag. Here’s the rewritten code for the doEndTag() method in card’s tag handler:

Class parentClass;

try {

parentClass = Class.forName("webcert.ch08.examp0804.CardDealingTag");

} catch (ClassNotFoundException e1) {

throw new JspException(e1);

}

CardDealingTag dealer = 
(CardDealingTag) TagSupport.findAncestorWithClass(this, parentClass);

// Code is unchanged from this point onwards...

String card = dealer.dealCard();

// etc.

8.4.3 BodyTag Interface and BodyTagSupport Class
This is a type of  JspWriter, with an important distinction: The contents are buffered so that no part 

of the body has yet been committed to page output. This is what gives BodyTags their ability to take any liberties they wish with body content.
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You can see two new life cycle methods over and above those provided by Tag and IterationTag.

■ setBodyContent() gives you the opportunity to save the BodyContent object that will hold the buffered body contents. This method is called after doStartTag(), but before the next method, doInitBody().

■ doInitBody() is called before the JSP container enters and evaluates this tag’s body for the ﬁrst time. It is called only once per access to the tag, however many times you choose to iterate through the body. Remember that at this point, the BodyContent object —though available —is empty: The body hasn’t been evaluated at all yet.
Now, as well as being able to skip the body altogether (Tag.SKIP_BODY) or evaluating the body as normal (Tag.EVAL_BODY_INCLUDE), you can choose BodyTag.EVAL_BODY_BUFFERED, which has the effect of making the BodyContent object available. (Unless you set this return code, then the setBodyContent() method is not called.)
The BodyContent Object

The BodyContent object effectively traps the output from any evaluations of the body that occur within the tag. As noted, the BodyContent is a JspWriter, so you can (in your tag handler code) write additional content to the BodyContent object before, between, and after evaluations of the tag body that arrive in the Body Content object as well.

Although the BodyContent object is a writer, there is no real underpinning stream; everything that accumulates there is held in a string buffer. One consequence of this is that you can write as much as you like to BodyContent, but nothing arrives in the page output.
What you are meant to do, usually when you are ﬁnished doing all you need to evaluate in the tag (most likely at the end of doEndTag()), is redirect the output to some other writer. BodyContent has a method exactly for this purpose: writeOut(Writer w).
BodyContent comes to the rescue with the method getEnclosingWriter(), which passes back a JspWriter object.
The right thing to do is to pass the output to the enclosing writer.

So a typical invocation you will see at the end of your tag logic goes like this:

BodyContent bc = getBodyContent();

bc.writeOut(bc.getEnclosingWriter());

You can always write whatever you like to the enclosing writer and silently drop the original content of the tag. This is especially useful when you set the content of your tag in the tag library to <body-content>tagdependent</body-content>. This means that the JSP container will make no effort at all to translate the body contents of your tag: It’s up to the tag logic to do that. A very typical example of this use is when the body of the tag contains some completely non-Java dynamic content —such as an SQL statement to read a database. Suppose you have a JSP page with such a tag setup:

<mytags:sqlExecute>SELECT * FROM PRODUCT WHERE NAME LIKE %1 </mytags:sqlExecute>
Let’s sketch out how you might approach writing a BodyTag to perform this translation:

■ Ensure that you pass back EVAL_BODY_BUFFERED from the doStartTag() method (if you’re extending BodyTagSupport, no need even to override the method —this is the default return code).

■ Trap the BodyContent object in a private instance variable in your implementation of the setBodyContent() method (again this work is done already if you’re extending bodyTagSupport).

■ Override doAfterBody(), calling the getString() method on the Body Content object —return this to a local String variable. This variable will contain the SQL string as an outcome of evaluating the body.
■ Still in doAfterBody(), establish a data source connection to your database, and execute the SQL string. From the ResultSet returned, format the output as desired (in an HTML table, XML, or whatever). Write this to page output using the JspWriter returned by the BodyContent object’s getEnclosingWriter() method.
■ Still in doAfterBody(), release your data source connection, and return SKIP_BODY to prevent any further evaluations (no need for iteration here).

Chapter 09
Custom Tags
9.1 Tags and Implicit Variables

JSPs have their own implicit variables (such as request, session, and application), your tag handler classes don’t. What they have instead is a PageContext object.
The PageContext API
javax.servlet.jsp.PageContext  is an abstract class, you never meet an object of this type directly—your kindly JSP container provides an instance of a subclass that has implemented all the abstract methods it contains.
If your tag class inherits from TagSupport (or BodyTagSupport), setPageContext() saves the object to a protected instance variable so that you can access it directly in your code as pageContext.
Accessing JSP Implicit Variables
Table 9-1 lists the nine JSP implicit variables, together with the PageContext method needed to obtain the equivalent instance objects.
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The following example shows tag handler code using PageContext to exercise methods on objects that are otherwise implicit to the JSP:

public int doStartTag() throws JspException {

ServletRequest request = pageContext.getRequest();

String var1 = request.getServerName() + ":"

+ request.getServerPort();

ServletResponse response = pageContext.getResponse();

String var2 = response.getCharacterEncoding() + ";"

+ response.getContentType();

ServletConfig config = pageContext.getServletConfig();

String var3 = config.getServletName();

try {

Writer out = pageContext.getOut();

out.write(var1 + ";" + var2 + ";" + var3);

} catch (IOException e) {

e.printStackTrace();

}

return Tag.EVAL_BODY_INCLUDE;

}
Accessing Attributes with PageContext
Use PageContext inside of tag handler code to set or get attribute values. We’ll consider a small example where a tag handler performs a simple mathematical function using attributes to handle the input and outputs to the JSP page. Here’s the JSP page first of all:
01 <%@ taglib prefix="mytags" uri="http://www.osborne.com/taglibs/mytags" %>

02 <html><head><title>Squaring Function</title></head>

03 <body><p>The square of ${param.input}

04 <% pageContext.setAttribute("input", request.getParameter("input")); %>

05 <mytags:square />

06 is ${output}

07 </p></body></html>

The tag handler code in doStartTag() that performs the calculation looks like this:
01 String input = (String) pageContext.getAttribute("input");

02 int i = Integer.parseInt(input);

03 i = i * i;

04 pageContext.setAttribute("output", new Integer(i));

05 return Tag.SKIP_BODY;
http://localhost:8080/examp0901/square.jsp?input=2

Then the output is

The square of 2 is 4
9.2 The “Simple” Custom Tag Event Model

Instead of three life cycle choices in “classic Tag event model” based on the interfaces Tag, IterationTag, and BodyTag, you have only one. Based on the javax.servlet.jsp.tagext.SimpleTag interface.
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So far, so classic —though you might have already noticed some unfamiliar parameter types 

(such as JspContext, JspTag, and JspFragment —where you might have expected PageContext, Tag, and BodyContent).

Next comes the doTag() method, and this is where the big difference lies. This method replaces all of doStartTag(), doAfterBody(), and doEndTag(). All the processing that would have occurred in those methods moves to doTag(). 

Furthermore, doTag() returns nothing at all. With simple tags, you don’t use return codes (such as Tag.SKIP_BODY or BodyTag.EVAL_BODY_BUFFERED) to inﬂuence the life cycle. The life cycle as it directly affects the tag output is controlled instead by your code inside doTag().
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result of the JSP container evaluating the
body of the tag—processing any scriplets
or EL contained therein.

by calling the invoke() method on the
JopFragment object.
B There is no concept of buffering
JopFragment, as there is with
BodyContent. Nothing of the bady is
buffered because nothing has been output
until you decide. You can simulate a
buffe by all means: Have the invoke()
method write to a StringWriter, and
there you have evaluared content, very
like a BodyContent object.





9.3 The Tag File Model

Where Does the JSP Container Find the Tag File?

To ensure that your web container will ﬁ nd your tag ﬁle, you have to ensure that it has an extension of .tag and that it is located in one of these places within your web application:
■ /WEB-INF/tags

■ A subdirectory of /WEB-INF/tags

■ In a JAR ﬁle kept in /WEB-INF/lib. The directory of the tag ﬁle within the JAR ﬁle must be /META-INF/tags — or a subdirectory of /META-INF/tags.
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We don’t need a Tag Library Descriptor (TLD), instead we use an namespace declaration like:

<html xmlns:mytags="urn:jsptagdir:/WEB-INF/tags/" >
Where Simple Tag use declaration like:

<html xmlns:mytags="http://www.osborne.com/taglibs/mytags" ... >
The URL String “http://www.osborne.com/taglibs /mytags” doesn’t point to anything —it just has to match the corresponding <taglib-uri> setting in the web deployment descriptor.

Let’s look at the complete tag ﬁle example.tag:

01 <%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %>

02 <%@ taglib prefix="mytags" uri="http://www.osborne.com/taglibs/mytags" %>

03 <%@ attribute name="begin" %>

04 <%@ attribute name="end" %>

05 <table border="1">

06 <c:forEach begin="${begin}" end="${end}" step="1" varStatus="counter">

07   <tr>

08     <td>${counter.index}</td>

09     <td>${mytags:unicodeConverter(counter.index)}</td>

10   </tr>

11 </c:forEach>

12 </table>

Tag File Directives

There are two directives in the tag ﬁle example: <%@ taglib %>, which you have met many times before in JSPs, and <%@ attribute %>, which you are meeting for the ﬁrst time and which only works in tag ﬁles. Let’s consider —ﬁrst of all—those attributes found in JSPs and how they are used in tag ﬁles:

■ <%@ page %> only suitable for JSP pages. Tag ﬁles have their own equivalent <%@ tag %>.

■ <%@ taglib %>, <%@ include %>—both work identically in tag ﬁles and in JSP pages.

There are three directives that are only for tag ﬁles:

■ <%@ tag %>, which shares several attributes in common with <%@ page %> for 

JSPs (language, import, pageEncoding, isELIgnored)

■ <%@ attribute %>, like the <attribute> subelement of <tag> in a TLD

■ <%@ variable %>, like the <variable> subelement of <tag> in a TLD

9.4 Tag Hierarchies
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Chapter 10
J2EE Patterns
Sun’s J2EE patterns are based on a tiered approach to application development.
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EJBs run in an Enterprise JavaBean container (JBoss for example). You can’t make an EJB with the new keyword EJBs are a primary force in driving some of the patterns you encounter for the SCWCD (Business Delegate, Service Locator, and Transfer Object).
[image: image65.png]How the J2EE
Patcerns Fie
Together

Presentation Tier

Business Tier

et Tier

Conwoler

Frodelview conrolle”

Model

0 Busness

Otrer
business
obecss

Itegration Tir

Resource Tier





[image: image66.png]How the
Werking Example
Implements J2EE
Pazerns

Servic/sP Conainer VM Business Servr JVM
(Remoss)
Presentason Tier Business Ter Busness Tier || Rasource Tir
ncsgration Tier
Ty
pacerstie| || B
o o
OrgFiter
PacernLoscer
Rmimpl

Prternlonte





10.1 Intercepting Filter Pattern
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10.2 Front Controller Pattern

When Do You Choose a Front Controller Instead of an Intercepting Filter?
[image: image69.png]SCENARIO & SOLUTIOI

Consrolling the flow of navigation from
one page to another

Converting responses from one form of
XML to another

Zipping up the response

Executing diflerent blocks of business logic
dependent on a perameter in the request
Stopping a request dead in s tracks if your
applicarion dislikes ts encoding

Enforcing J2EE authentication and
auhorization (asper Chapter 5 on
security)

Enforcing custom authentication of sutho-
sization rules

Front Controller (as we've seen)

Intercepring Filter (as long as there is a general way of
translating the XML for many different responses)

Intercepring Flter

Frone Controller (dispatching to other classes that conean the
busines logic)

Interceping Fiter

Neither Intercepting Filter nor Front Controller. You want
to procect individual components declaratively in the
deployment deseriptor a far as possible.

Depends: could be Intercepting Filer or Front Controller, Use
Interceping Filter if these are “blanket” rules, applying to all
(or most) resources. If authentieation and authorization needs
o be closer to business logic, use Front Conrroller




10.3 Model View Controller Pattern

The main motivation for using MVC is to separate your presentation logic from your business logic.
Figure 10-9 indicates two principle responsibilities for the view:
· To detect each user action (like a mouse click or an enter keypress) and transmit it to the controller component.

· To receive information back from the controller and organize this appropriately for the recipient
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The responsibilities of the controller (Front Controller Pattern):

· To supply the view with the information it needs —usually by obtaining information from the underlying model.
· To interpret user actions and take appropriate actions —usually updating the model and switching view (or both).
· To receive changes from the model that come from other sources, and update views as appropriate
You should be aware, though, that MVC can be found at the micro as well as the macro level. Swing components have the same idea: a visual component, the view (like a JTable); an underlying representation of  the data, the model ( JTableModel); and the Swing framework acting as controller 

mediating between the two.
In design and development terms, the JSP is the view.

Choice for a controller component is often a servlet (with assistant classes where necessary). The model is composed —more often than not — of Enterprise JavaBeans (though there are good 

reasons why we might want to place some classes in between our controller and the Enterprise JavaBeans.

In the example:

1. The view consists of three JSP documents: home.jspx, pattern.jspx, and error.jspx.
2. The controller is the FrontController class, which we have already examined in some detail. We have seen how it uses logic to direct to the different JSP documents.

3. The model is the BusinessDelegate class, and everything behind it.

What about real J2EE applications that avoid MVC? One of the JSTL libraries contains custom actions dedicated to SQL (database access functionality). This library has a host of useful facilities for embedding database access directly in your JavaServer Page. The JavaServer Page is normally the view, and the database is ultimately a model, where is the controller?

Disadvantages MVC Pattern:

· Increases complexity: more objects involved

Benefits of using it:
· You want to reduce dependencies between the view code and the business model code. That way,
1. You can graft on additional views much more easily (so you might have a web client and a Swing client showing alternative views of the same model data).

2. You can change the view without affecting the business model, and vice versa.

3. The controller is the only volatile component that might be affected by changes at either end.

· You are using a framework that has MVC built into it. Struts is a very popular framework. If you are in a development team that uses it, you are forced into a set of programming standards that abide by MVC rules.

· You want the maintenance beneﬁt that comes from separating the layers. Expert Java programmers can concentrate on the controller and model ends of the application. Web designers (potentially, nondevelopers) can concentrate on the JSP view side of things. Alternatively, if you are using a fancy graphical view, expert Swing Java programmers can concentrate on the visual aspects and be freed up from most concerns about model access.
10.4 Business Delegate Pattern

The Business Delegate pattern works by placing a layer in between a client (possibly a Front Controller object) and a business object. It may well be possible to absorb the change within the 

business delegate object —without changing the interface that this presents to its clients.

The other service a Business Delegate typically provides is encapsulation.
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Why Use Business Delegate?
· To reduce coupling between clients in the presentation tier and actual business services, by hiding the way the underlying business service is implemented.

· To cache the results from business services.

· To reduce network trafﬁc between a client and a remote business service.

· To minimize error handling code (particularly network error handling code) in the presentation tier.
· Substituting application-level (user-friendly) errors for highly technical ones. If at ﬁrst the business service doesn’t succeed, the Business Delegate class might choose to retry or to implement some alternative API call to recover a situation. A business service failure doesn’t immediately have to be passed on to a client.

· Make naming and lookup activities happen within the Business Delegate — or code that the Business Delegate uses (see Service Locator).
· To act as an adapter between two systems (B2B-type communication —where a visible GUI isn’t involved). The delegate might interpret incoming XML as a business API call.
10.5 Service Locator Pattern

Why Use Service Locator?

The reasons for using the Service Locator pattern are these:

· To hide JNDI (or similar) code that gets hold of a reference to a service. Even though JNDI code is pure, portable Java, the parameters fed into JNDI code can be vendor-speciﬁc, so locating all these details in one place (rather than leaking them all over your business objects) is desirable if you want to port your application later with minimum hassle.

· By locating JNDI (or similar) code in one place — or a few places —you avoid copying and pasting technical calls across many business objects.

· To minimize network calls —the Service Locator can decide which JNDI calls need to be made and when it has appropriate references to remote objects already. This can, of course, improve performance.
10.6 Transfer Object Pattern
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